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**Мета роботи:** Ознайомитись з поняттям та призначенням шаблонних функцій та шаблонних класів. Навчитися використовувати шаблони класів та шаблони функцій в мові С++.Ознайомитись з stl.

**Постановка задачі:**

**Варіант 8**

Контейнерний клас описує та забезпечує набір дій над даними параметризованого масиву, розмірність якого визначається під час роботи програми. Усі обчислення та перетворення повинні бути реалізовані у вигляді функцій-члені класу.

Дана прямокутна матриця.

Визначити:

кількість рядків, які не містять жодного нульового елемента;

максимальне із чисел, що зустрічається в заданій матриці більше одного разу Перетворити матрицю таким чином, щоб всі елементи, рівні нулю, розташовувались на початку всіх інших.

**Код :**

[main.cpp](https://www.onlinegdb.com/online_c++_compiler#editor_1) :

#include"rectangularMatrix.h"

int

main ()

{

actionsOnRectangularMatrix < int > variant8;

variant8.printMatrix();

variant8.rowsWithoutZeros();

variant8.maxNumberWitchWasFindTwoTimes();

variant8.taskX();

variant8.printMatrix();

return 0;

}

rectangularMatrix.h:

#include <iostream>

#include <string>

#include <set>

using namespace std;

template < typename T > class actionsOnRectangularMatrix

{

private:

int row;

int col;

typedef set<int, greater<int> > MySet;

string line="----------------------------------";

T \*\*matrix;

public:

actionsOnRectangularMatrix ()

{

cout<<" \*Creating a rectangular matrix:"<<endl;

cout<<line<<endl;

cout<<"Enter the number of rows:";

cin>>row;

cout<<"Enter the number of columns:";

cin>>col;

cout<<line<<endl;

if(row>col||col>row){

matrix = new T \*[row];

for (int i = 0; i < row; i++)

matrix[i] = new T[col];

for (int i = 0; i < row; i++) // ввод

for ( int j = 0; j < col; j++)

{

cout << "Enter element " << "[" << i << "][" << j << "] ";

cin >> matrix[i][j];

}

}

else cout<<" \*The given matrix is not rectangular";

}

void rowsWithoutZeros(){

int rowsWithZeros=0;

for (int i = 0; i < row; i++)

for (int j = 0; j < col; j++){

if(matrix[i][j]==0){

++rowsWithZeros;

break;

}

}

cout<<line<<endl;

cout<<" \*Rows with out Zeros:";

cout<<(row-rowsWithZeros)<<endl;

cout<<line<<endl;

}

void maxNumberWitchWasFindTwoTimes(){

bool found = false;

int rez = 0;

MySet check;

for( int i = 0; i < row; i++ )

for( int ii = 0; ii < col; ii++ ) {

const int val = matrix[i][ii];

if( ( !found || val > rez ) && !check.insert( val ).second ) {

found = true;

rez = val;

}

}

if( !found ){

cout<<line<<endl;

cout << " \*No numbers in matrix that met more than once" <<endl;

cout<<line<<endl;

}

else{

cout<<line<<endl;

cout << " \*Biggest number is:" << rez <<endl;

cout<<line<<endl;

}

};

void taskX(){

T \*matrixSimpleArray = new T[(row\*col)];

int k = 0;

for (int i = 0; i < row; i++)

for (int j = 0; j < col; j++) {

matrixSimpleArray[k]=matrix[i][j];

k++;

}

k=0;

for (int i = ((row\*col)-1); i >= 0; i--){

for (int j = 0; j <= i; j++)

{

if (matrixSimpleArray[j] == 0)

{

int t = matrixSimpleArray[i];

matrixSimpleArray[i] = matrixSimpleArray[j];

matrixSimpleArray[j] = t;

break;

}

}

}

for (int i = 0; i < row; i++)

for (int j = 0; j < col; j++){

matrix[i][j]=matrixSimpleArray[k];

k++;

}

}

void printMatrix(){

cout<<line<<endl;

cout<<" \*Your matrix:"<<endl;

cout<<line<<endl;

for (int i = 0; i < row; i++){

for (int j = 0; j < col; j++) {

cout << matrix[i][j]<<' ';

}

cout << endl;

}

cout << endl;

}

};

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcEAAAKMCAIAAAAc95SQAAAAAXNSR0IArs4c6QAANt5JREFUeF7t3U9oJEe+4PFU3xck5jCdl0drT5ZgHmPNXtz2xRLMQdAwjfY4POiW7qa6dOwxvLX3pmrhva1JVcMwV9FmDH1YqOo9eHt5B8vGhkzDwHazsC89B1N9m6M2IjMiM/JfVWZW1p/M+tZhRu7KjD+fzPopIrIUv60PP/zQWtHrH//4R27Nf/zv/7P3n/6DZb356nf/+bMVtY1qEUAAgTICW6PRqMxxHIMAAgggkBW4AwoCCCCAQG0BYmhtOk5EAAEELGIoNwECCCBQX4AYWt+OMxFAAAFiKPcAAgggUF+AGFrfjjMRQACBrdvbWxQQQAABBOoJMA6t58ZZCCCAgBRYv3Ho95e/O/2Lvjh/fP5t75+5UggggMC6CqzfOPS3vW9f/umjdfWiXQgggIApsH4x9O9ffXL82TdNXqUfLn8nX5ffN1koZSGAAAJCYGYM/eWXv+dD/fL3X5oXjAPoR3+6mnM0+sPlFz9Ylgigj8Klgb+cBmH0+0uCafMXjhIR2FSBGTH0hy9+//vjnBHcL3/95PfHv//kr42GUTOAvvziD7/9wxdzLIb+8tcrGTr//n/eGpf27f+VDf7L8KtG272p9w79RgCB6ePQH7743aM/GyM47SUD6L/K2fY3/9poGP31H764+qNlffQnEUB/3dDF+fV/vGeUdO+fftVQuRSDAAIISIEp41AxERYRTb3URNiyogAavPHRPev/NTmmEw+Uvm0ugP750eX3/yxKjF693/5wGT/05w5AAAEE5hWY9d2mxDeNrI8+/Oib/xU972l0wDhvR9LnJ2N98t0P//Q//tsfGJE2TU55CGyiwKxnSmJgKOfX6tV8ABVroIt5Yv6rfzIn8Zt4aekzAggsQWBWDBVNSIbRcArfzJKlfoj0l9NPvip4+l+fIKfZ9QvjTAQQQCBXoEQMTYfR+QOo+L7RJ199H30PdP4C01374YsgKBNGuesRQGDBAuViaBxGm4p333x2Gn6RvqkCQyf1dfpHf/7ms2PC6ILvHYpHAIES37E3kJp9aN58AE1dz28++6/B90DtXf5ylFsdAQQWJFB6HLqQ+sVosdk/wVTfZHr+L9Yfr779Vjx8b/4vRxcCQaEIINBSgVnfbWplt8Tfp/7qV79OfZXV6Mm/PP/2E3aDauWlpdEIrJtAJ2PouiHTHgQQ6KzAaufynWWlYwgggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCJQUcDzXKXkoh3VCwPFug9dk1OtEf+gEAosUqPndJv0xE5801+mN3HF/AY10XK8wevfHk8lCKl1AP+oUOa3vdcqrcs7Z3pZ4nb/yq5y0jGPr/Trv+q2yDHnqmCIwJYY67mQUh8ah6w5VOSKAnvjn8nMmXk/8k2eH9tKNB4c7O4eDpVdLhe0T4FZp3zXrTouHbjipCyd2Kp5OGXX2RhN5qJj798OforPEWCAuyhxdqlOSVVhW4vjUvFK3KjUODYbG7iiqKLcW0Yvg9JljWGOgfRv98ph2ZWv0XRRnCLtjNZwv03dJYnRwWt+jayHn5k7Q+SSCakN6xaY/dtNzefN+yOHNue55YkEbPDe4t3STxJUzfkNHt0osb94n4c0SzUKK5SPe5OUOGqBK0Deq2Z2wm8VzoO58wOnJ4gXE3TYZDUU8ND5gQ3d6AAqjj7r7h46cjYu73LgjE3OrnuNEi27i3k3cuFPns3mhXFatS3A8vZwnP2O6/eUCqGiyM4yWEcTHrOzKYLW+i8bEI335YTZgC/oeegav1BQ1v+9BANWRSAfQ8PzEdRSHlYmhhbVLsex1L7xBg/tKXHd5afQP0YUrlp8yl59We86tIikClhS7kiGGLj62bFoNvdFIDxOSn70ciOyNnhlYGaNaSw0K1NBj3hgaBwJRaRg7oh9yQ0/RlUy2uXwMzUYiYwAedlLFzZywZTSmIIYmh2PmLzOTPe5y8reXjFlR1K4RQ4trD2Jo+WePUe/0D0Y7p8hPjaHFtefPnNQItNQkY9M+7/S3ikC5Z0qXR0ePdak/+pa9V6UKeaz3XC2fqv/bOQrWMsV9fOI/0W89Gb+rWm714wdvSzwqGboX9nXU4qufqldjnFHQ9xplOu4zo1nPvcpFXL4p0fmiUueuvUxzG5WfVmHv+GBbvr/3Ad86KXNhOKZQoFwMNU+/PPrcPzFHQDOfew4Or61HucOEPdu6eXmpBoijTw+Du9p43d1Vi7CJaW+1yzn4+saOPyeO+2j2L4D+Pdv732eqmqF7+l61Gs2ji/s+ePmdfZpc4kgsZWT73tu1f3qtm1WqI9bly5u796Mg4XinZue39e9Cx7vI0Ge6XKP26myz5O1dtfKjVwOqVyHPELfTs4Ob4Jf3uX9irKgExbEeWk+VsyoJmI9cok9+Zs5uxM3UMwFjRhk/QBgHD6LSj0pSj5v0Q4DoNP01RvNbjVFLoum8PnwyGs9Yzw0cjFomo5Fc6Zsxna/T99Sjs+RDjFjY+HaEUYvsSPRoZUrfgzVH9ZqIx1bJFVi1ujB2goOC65V5epP3YDBR+7S+59xVevVGtiR8vuSoSqXAVPn4oVZ8OYprL7hVEs8ko2MSK/6sh1aKBhy8YQKznol1miP5fbVOd5XOIYDAQgTEkG1zHyOkv/mwEGEKRQCB7gnET/9nfjO0g51Xf7tpfh2ie72kRwgggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACpQXi3SX1LpM6FZKRkC6RxCKZvSPMbhHsjJuT8yPcE9PMZZbOhxHvAxr+RO3FXNXlU6lW4ouV3VtzAfIbXXvpTyAHIoAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACXRIItyhVe4yuT8eCDVIn4/7KW+R40X6salPXlTepsAG9aOtaN9hllhcC7RRI74GsN1Se3hvHW8J977jhFs7JlwijaxdDRQt7I3flMXTorkMcL/U5kL919C0kfs670KXK4SAEVi1wZ+u59+7V+ZZ+nb/yV90k6q8p0L9n+28HNU9e8mmP97e29s/CSh9fja3d1Y/hlyxAdV0RuBN1JDW0DGbNk9FYZwSZjNRdHkzBTt/bO9UjWHPsY8wlzbltmMRCzi71ATOGsUHtp3vvxZWE6Ub0K8qKkZixFtRedK2CQrxRPKUchkeGeTLCFqqcGbKPQccnnivfFO+qqWiiAXE2lIgrlSLFGHCpg8W/6FltmVGk0UfTUPbl4uPtvUfqqswcqk+t3Ug6ohus6tX/qXtqjCWjXDKCKDEkD0srvuLD00PrTUtif1c+9/SjSYE42VH6LpefEx0LUjPo/Ll8ci4pPnXmJzn81KlPV89xEjExt0OFc/kog5OMPlFUmlp7gZj8eOtGOm4c+EToNDSikmWwC/49moom3hIRWS8+RPNTs4VBPJ0SX5zhjIVBQRqfHjVG9636KkciuunaxT/GvxjkVYuSYqVm3PEcvD/y9K/Y4LdOyRiqArHx+6bJG5uyEFiSgI4C2bDYH7vx6C8doXKGFeYwUA1KEsMuo7RSfSuzHhoHvum1F8bQuIVm3CyMoWrRM1r9NGNoMsQ4noxEOXn6EiEjv4/5rU2GY3nM0E39lpo5/EyWnFN7NhCrG0PUHrQ86JG8+mZAT3Sz6uKmiMWE0VKfCA5aR4F4Ln+2p9en6rfz3fhJtLIa/LCnlrzqF1nhzNXWbvm+l9tY73nSZOeolfPWy5c31sFxr39sXZ+/su8P+7t33918rboyONyJl9T9kzKLErHV4/3z7+zj2fOSCrcChyKwNIE4hqoqyz7btXfVTR9P/c6+vDn4NJrTNdGFu/pRQ4mhStO16w6K8dejvTKdsT++iIeBQ/fUuj66tAaH19ajhr7DcHl0bd03Zvv90UPr9eMyTatwjGzwB0YlvdGJ9Tr4TTh48/O2/eDYtjx5zMOnB9v+m8ug5OwAOVFhznpoalHi6ceWKqpCSzkUgfUQyHy3SS1mRbMzGRf0mmk8vohXUZPfQ0ylks/PL1/2q4vx9NxYljXS0OtHH9FMMLf2Qmfz9CjfevYhieuEX//829+Cp0nBomf4fEk8OQnf+vefg6VeJ3o8lZicxl+EDE5Xrc1keC8zBU4WFYfsVBWzv0I7rfbk+kP8C0A9Zgx+d8pLEzU4VXu6I/nPlNr0Vdb1+KjSCgQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEGi1APmUpl++xf4RenbbhDW5mYp2b1iT5tGMbgtk9hwptSEI+ZTSd8Xm5FNah56a+npj0+DfxP4mDe2S1e2PPb1rToB8Ss1ZrrqkNuVTatDq8mgn3pL17OqVpXdlbLAOikKgUIB8ShuaT0neEcZWge7YzEuak0+p+DMUHKw29FMnyk35pqWfKspkFVRi7KQns1cldtKblZrJ6h+/z1akxLslC5BPSaWi27B8Soltrc0kSAX5lKLbMmcub9LJZCFqY9Mp6afkpDs3k5XYmTSejCd2KVVT9Wnp7VIpvJb8SaK6TRUgn5K68huVTymZMMq49wvzKdWKoYXpp0QMzc9klRgdV8mzlM2Ft6mfaPq9XAHyKTXm3fF8So05zSpIpp7Xrxf2RZnt/eWo9sJ+sbVz2MpUVbNEeH+tBcinVHR5up1PafDyO/s0lew++M/ifEpT7+NtW+WcGroizf0ct3xiWSBTTt56qFwxOPGfbO0HqaUSyWjnaAenIlBWgHxKwYRx0/IpheFGJYhSSaL0LVOQTymTgimVhj68kyYjJyjW/TedXCqbfmr8b/IxlHoSlZI3HmfFj6qimzknhmayT5f6cl7ZjwfHIYAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACKxfQuzzG+4iqZDhGwjL1XjLvmLHxqNqxMbOT4+1tuMtvYVHZLSl1jh1qNzd2rS0fpC1KvsKLtRT5ja595Z9sGoAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCKxKQG8tOhn3V9WEGvXqzVXdYEfV6KX391Q7hOp/V31UG7Omq+upTV/VTq/6bccLdwpNnaWqaIZLV612hq0BwSkIdEwgvUVv+hOY313HS8WCpav0Ru6KYmi9vvfHbrD5sfkSGyHreDd0szEu75Tg9Ly+ixitS3DcVEQuOKX6NRPhWF13UV0qglcvjTMQ6ILAna3n3rtX51v6df7K70K3WtGH4an9YufoMmjr4/1r+zQ5RK3UB+fUvt45HATnnO2/sE+HlU4vdXB/fN9/sn8WHDs4/Nz/YNSmiUCpLnIQApUF7kRnpIZXwdxzMhrrXBLR0CaYzZ2+t3eqR7DmAEpPJ4MpZTxODKeTcsylD5g9jE1kFglzisx6ZWsPe+F64n9lYhJVZjxMM1NlxFPgen2f1br0+/17lv+j+Y/2bnqgWrrI3q7le4my7jUf3/Zs600Y8cPXXXuvdAM5EIGuCsgYuv3xhYgwp++F44v9cGQ0ONw5f2Udvu+HY9Tz7w7U0ObyaGdr6+on70oPXfXwR+ZNOlGHy/eu7Qs93TvbFyWI0p7dqgOevLamx4ve6Kl9HY+O/ZPZy3l5tYe92LNkUVfW6UVQ5tXPB8dB7Y534j+JKrm2n6nIXqfvdW4Q2/5NndNyz7GXEdDmiPKNdZSCEFgvARlDw7n81U/Zlvnj/3IUzg8Hb3171tDG+WAvDMfhSwTlvQ/M8aM/frKlAu7l2Zk5osnU3H9wsP1eNNK9vfh4e/v94+kjq+La/fGXcgLq+V74g34599/bFmE9au+etXc/ngJX6/t6XVVagwACyxKI5/Jne2qpa46q34komXjtmTGrWsHe82RROyqaF5dSvfZ343glOKht/3G1Rs5ztPi1ZJze373rJ2bKlYq+fJMo657tvw1/9zX58nyzEjGzTy4fNFkVZSHQGoE4hqom5z0gzutNNK0TS4pqJfHsy5uDT5t5zjA4vLYezV4zNRtWvfazq+8OntZ5uJ/T9zoX/PGVf0+P03vH9ndX9X/hWGdX/q4uq39s31wt4JfB4PC19UBPBob3rRczf6vVUeEcBFomkPluk3oWFD3SkWua2a9kxvnfk99GTOWFz88vX/C1x5Rc9FVE/a3H4OObTYxulJap3eyFelKknmups8zHUKKecAG3Zt+nXvncLyoZz81yfmFU+m6T+MJT8OBMvnK+ddTQV8FiruzXp1p249NcBBBolUBhQCzuRbUYOl2joRjaKnIaiwACHRIo+Dulgh7W+julgrIa/TulDl0RuoIAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIILDZAuRTys2npP4x+3f3Df6dkrFZQbldsTf7TqX3GyFwp335lB6LDZ23tp6MV5W0pF4+JcuS26eK3fWMzZlESNKbQL+wEztIBX2ckpfFD7Z8NXbqc9xncn/pvE1g5QbYjXA53oX9Qm1IeF5mV+yN+ATRyU0XIJ/S6u6AJvMpiUA5//avMyjO9uKoLTYn9Jexc/7qrg41I1BOgHxK0UC8zfmUyl3sJo8a3rfZgrlJUMpqr0C852Z6KU1uNaS3iUzlws2fzyb3bxZ7TZobWYYbF6m0SD3HmZVPaWKsuBmJfzV0djO3gtplvUFRcu9L9UO0eai5k2mc+FccXLnvs26A7EZ2GdL0tqo19r4rXGdodu87sfbK/qGzrjjvb4gA+ZTIp1TxVhe/dMXa6+zULBWL5XAE2ilAPqVE1qa25lNa1s0nh+cPRe7Wha+9LqtD1IPAvALkU6qRh30N8ynNex+UOV8shsjk0moE6rh8vamMGsd0XoB8SqZAa/MpqS+Bxg/IUrn2GlgPTVcRLi7zQgABBJYhQD6lZShTBwIIdFWAfEpdvbL0CwEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAoJ0CHcqnpP54KfuH56qP6R1F1QXLzacUbpAqX6mzGsynpKpQm8C28/ah1Qg0K0A+pcqejeVTGrpyG6StKy/bhMr5lOSm0SdiUzr5urY/HRm7UTWWT0lVsbpMVpUvFScgsHgB8ikt3rioBhEo94wMdXM1xDkV2yIfDoIyzvZf2KfDuYrLPXlwuKOraL5wSkSgpQLkU1pZPqUm75jerpXMbmTfq7EvapMtoiwENkRAxtDtjy9EIDl9T3Z5cLh/dBn+sHP+yjp8X80Pz787UEOby6MdmYPXu9IbwMdjk6Grp5PhlPJC51OS00lZ2rNbdcCT19asfEpP5Ty3SibevNrDXuxZsqgr6zSYO29d/XxwHNTueDo1cdjeZyqjVJ2+r/p+scmyuepLQP2bKUA+JfIpbeadT68RaEaAfEory6fUzAUMS7l84xvF9e/Z/ttwbZQXAggsVoB8SjXWDRvKp9TklT278nd1ao7+sX1z9bjJ0ikLAQQKBcintLJ8SvqLrroB8+WX118aFaXpZWjjojeQT0l+fSp5t6jlYz5dCCCAwMIFyKe0cGIqQACBDguQT6nDF5euIYAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIItFCAfEq5+ZTUP2b/hr3BfEr9UfQX89kcUC28lWgyAvMLkE+psuFa5lNy3GdBbqafst1pLJ+S413YL6rsil2ZlhMQaJ8A+ZRWd82azKckAuV+U7mZikTO9rb29ZZ6g8Nrn53zV3fvUPP6CJBPqRP5lJZ/Qw3v28kMTstvAjUisB4C8S6W6aU0udXQRGXZFT+bu1Lmz2eHrpl5XKQ7N08JNy5SB/QcZ1Y+pYmx4ibOTec0z26IWVC7rDcoSqZfVz+onTodz9yyU6wbxgKV+z7rYhbvfee4BWuLhacUbwZauM7QxP6hcRfF2qu+MWb1m/cR6LgA+ZTIp1TxFhe/dMXa684RyUYqwnF4NwXIp9SJfErLujnl8PyhSPW68LXXZXWIehCYV4B8St3IpzTvfVDmfLEYIpNLqxFo4RJEmaI4BoHuCJBPqRP5lNSXQOMHZOPk74YG1kPTVYSLy7wQQACBZQiQT2kZytSBAAJdFSCfUlevLP1CAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBop0CH8inJLU3DV2o7TtVHc3tT42Ll5lMKN0gNy0rszdpgPiXL0lXzx/Lt/PDQ6gUIZPYcKfjcJquum1OouQ40sIlGzcbU63v27+UTG0uLoJnZwqPSHsxGaY6b3SC5Ga54m+rUntw1KTkNgfYLkE9pZddwcLizc6g3Mn58NbZ2a2zDp1vvnIptkVVpZ/sv7NNh8/3qj+/7T9TOoYPDz/0PVI6D5muiRATaI0A+pfXIp9Q7PrDe1N8ZvrdrJbMb2ffmCMgFt++ebb25NN67S1K69nzQaenCBGQM3f74QgSS0/dkJYPD/aPgcyJGSeevrMP3xabl8nX+3YEa2lwe7cgcvN6V3gA+HkwN3RN1uHzv2r7Q+ZRkel5Z2rNbdcCT19asfEpPZa7fKpl482oPe7FnyaKurFO5hbD44eeD46B2xzvxn0SVXNvPVD6lOn2f6woFmY335srLaS8joNm706/aXAicjEArBcintOp8SvIpjQjlZNdo5eeHRiNAPqWV5lMK87uJ9BrmHLnGXXn5xjfO6t+z/bf1FwaK6vd8sxIxsyc5co1LxSldEyCfUo11w2hKK55Tl/oaQ+5dk8zv1h958zyiObvyd3Vqjv6xfXP1uPk7dXD42nqguYb3rRek9mwemRLbJ0A+pRXlU+qLOXzilflCUqXvNsXf3Ly91cvQxt3YzHeboq+gZr7Q2r4bnxYjgECrBMin1KrLRWMRQGDNBMintGYXhOYggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAghsuAD5lHLzKal/VFugGvdIo/mUNH46AdSG35N0f4MF7rQvn9JjsaHz1taTsbkR2zKvYL18Spblj+V+z/E+oeKvP+Mtq1/YF2Y+paCP568Ku+i/kltj78ebMwW7OMu9sbMScgPsRrj0RlNqT+6n4xpbXi3zQlEXAssQIJ/SMpRz62g0n5IIlAvfxVk0WOx0Gu5LOji89pexc/7Krg4VI1BSgHxKncinVPJqN3dYf3xiswVzc56U1GaBaIXrNr2UJuduelPLVC7c/Pns0J0Y8zuR7tzcyDLcuEgd0HOcWfmUJsbcNpFGOMTObohZULusNyhKpl9XP6iNkx3P3EE5TvwrDq7c91m3wNS97xJVRyVV2z80OK1wnaGh/UMVo7iQmUzOswB4H4FuCpBPiXxK1e7ss71gPdQ/IYxWg+PojgqQT6kT+ZSWfneKtdEr677OPrL06qkQgbURIJ9SjYfLa5hPaQk3lExeEi/ODN3TuyyILoGdKtZegHxKncinpL4EGj8gS33xqJn1UDMHVPaLqGt/r9NABBBorwD5lNp77Wg5AgisXoB8Squ/BrQAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAIF5BcTGuqmX2mc3zrOk31e5ldJbVYokSaMgOZLemsgoL8y6U1iUuR+lOovai7mqy1tFpyxFfqNrn/eDyfkIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggEBZAcdzg01AeSGAAAIIpAXuVCXRGy2HgVVv5au2Z65a2NKOd9xwN+hqL9E7tb10tfM4GgEEELDEJuRBZFTj0KGrdpgXNObPvdGkTnhaMnC9GLrkRlIdAgh0TMDM4ZEYaUYDNPFDcqYvQmqUOmQsInA0Vk2MWyfqLZ0+RERhfWL0Vo5lcMzEc4MqXEedEg0VzfwW8fgxk6Ek81Ze7Y4XdiM5DtWNDH6dqDQbZoPDuqZ1oWN3CN1BAIGpAiJMTEZDEbmyS6LiLdf1buPBqShIhpj4SBGGdDRJhtqhm4wyYTBSJzrDqZPuqAoZ34NT4tL6zjCM2mGAM9s8ZRw6rfb+2A1TRcUv2YAwsMoTE93XGaWIoXysEEAgHThGcuSV/kdXDydV3PJSq4f9kSdXA4JlUyOiZWNo+dWA3khVGv1glKYHj+EQsnQMLa49J4aqAJ0ZonLLIIDARgqUe6Z0eXT0eN15xDz6xD/fUq/z8buFNXh4f0+WvX3wIBr2LqwuCkYAgfUWKBdDy/Xh7Msb2wwrw9MD/+VAnWvvhpNiMRd+FISgpl97tnXztaqtP356uJ2s4O6uCnhiEWCObxHIFc9H1lUQqa/ti9vkGJb10KavKuUh0EmBZL54c/kvMZs2Q1V8iusEPwdnZbKcT5/URw+s9FMgWUhcmpFL3RsFz7YSi7PqWVfcquLajSdj5lnR4ynzmZIZkYmhnbzf6RQCCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIILBKgTiHnM4lp3IEJTcJDfOzBdsYG9t0RptrBvsrZ7K/3aotiguLyuzgGWUoonZ9OeaSL7xYS5Hf6NpX+aGmbgQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBDonoDeElTtEDqzg8buk54z82gOQAABBDosIALiZBRsomwN3ck42Gd56svxbtU+zcG+y2VOmVUk7yOAAAItFRi6UUAUPXA8t+LA0nEZirb00tNsBBCYW+BO/57l/2gWY++GY9KSr+F92/dKHsthCCCAQMcE7liWbf+mbqd6o8lD//PDQd3zOQ8BBBBot4CIoXVfIm3cM/t654gIWleQ8xBAoAMCifVQ8Xyp1HqoTOFZ9iF+B4zoAgIIIFAo0B+N9WOk3sgt91xeJT2WZfJMiXsLAQQ2W8DIC19mEJrJL89z+c2+f+g9AggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIILAqAfX38hX+7J18Squ6VtSLAALrJiC2AZXRs8L2S+RTWrdrSHsQQGDlAhViaLKttU9ceZdpAAIIIDCvwBz72IdVk09p3kvA+Qgg0GKB+WIo+ZRafOlpOgIINCAwRwwln1ID/hSBAALtFqgZQ+Wj/If++db+Wbu7T+sRQACBuQTqxFDxXP7Cvt5SGT15pjTXBeBkBBBouYCYkidek1Fveo/Ip9TyK07zEUAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAIHuCOg/gZ+M+iU7Ff2VfflTSpbMYQgggECrBESCOb3PyNCdjGdHUbnxnQ6d4ucyp7QKhMYigAAC5QWGrjuMj3Y8VySoq/Ji77sqWhyLAALdErjTv2f5P5p9sndn7H2XAOiPT2zf65YJvUEAAQTKCog9mG37N2WPNo8TOzGLl9iMeedwUOd8zkEAAQTaL1BnH/uw12d7W+J17p8E6el5IYAAApspkFgPFc+Xqq6HWtWXUDcTml4jgEA3BfqjsR5I9kbu7OfyIs7exo+hxJec+HpTN28MeoUAAuUE5HeV1KvkIFSG0YqnlGsKRyGAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIDAOgmMJreplzsM2jd0029MRn35hpPzRk++0R9nyvKcqUX1qd1Ebl6+8GItRX6ja1+nDzltQQABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAIFuCzieG2wC2rlXsEHqZBzsicqrnIDjyf1OQSunxVEbIXCnai/TGy2rjZmrFrO448UW0dmg77jhbtDm6/H+1nNvce0wSs6rfVrF6Q2S1d7MS2nrlErEpT/xz7eejP1Vt4T6EVgfgSkx1HHN+Dh0w0/y4HDn/NU77/mWer2wL7LhaZX9O9vf2j9bZQMaqdu70sBXP73zf2ykzHkLEZd+53Awbymcj8AGCZjpQIx4KsYjxsioP/LCHCHBqxdn99AzPpU7RJ+iB1k68obTw+Dlut5kFKQVKXqpg/W5elAcDjyj4VtiHJrJUGJUMXQnYydqccnhntlgPbgN+pjMlRKWNq32EneSOD0xcTZ4BVc8tFb/Lv5FIxjXK6/Bsu5p8uGlz/3t2Bu5LICUuHYcgoD8lLkiMAxFkElHpSjcJD7k8pMcHyk+ouHnX/yQCk/xv5gfSHn6jBgqszylPtiZf8lbwC2YTQeRQrctOe4uuP5Rp/QvjKi/idOTv2aqzuV13emuifiYjJvJhZQwJuqkTE4YYQsbPF2eGEoAQKBJgd5oFCaqC16JsZUR0Zz0KFINUXWcDYZI8vggNKvxZmLtb/ZIUMTZIHAEbZABJREjVNQotx4qDpbj0GgMnYxQuXyi9kwEzw3BDcRQ3dO4IYlBaDhyT/zKyfnlMa3BFeWjdjAObfKjRVmtFyj3TOny6Ohxoqt6PfTKe+9k+uxbnDb4+sZ6/7jfO7ZenI/v3nd6u/a7m5eXYYGDox298rd17j+cNQ69fHljHRz3+sfW9fkr+/6wv3v33c3X3Vukc9xn9vXOUdAxYxj7U7RMGqLtHCnGGjdiRfkaNXAKAhsgUC6GFkKc7T+5OXimxn1nX97YD4yvCg1PD/yXMgpcvvG37eMHtvXj4OiFdfLpwfbPb8KwlxyvlfEevPl5235wbFve4PDaevj0YNt/UyaO3N1VLROz1NrfJbg8urbuGw/4+6OH1uvot8u2vRf2YOhefLyd6Ey12sUI8cR/knkyJms/nT1UNysubvAM+Slz+TJXiWMQQKBIIJ7I60gU/IsaPxqPKaJnLDJUylm88cjFXE7NSbA+VT9dXTS5Np+AhYUm1hl0PVEA1ccH0/n851E5DUlOqM2IZso40iReBY5ZSoVv9RQulok7kvrak2LPPLnKPm7Sj+30mkzqlHRozouh02rhA4MAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCwIIE4h1yUGS7cYjK7HWcy55qx72fRLpZ6B8/CotJJgI10QEFONPNF7TKHSgYlSKmS2dkz2ju16JSlyBc2eBNqX9DnlWIRQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQACBrgqQT8lMUeR2LJfURmc0Wm0uqa4GDPqFAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAusn4Hius36tWq8WDV2xCelk3F+vVs1qjePprVMno5Y1fVbXeB+BpQncqVpTfzwxNy0WP6t9i+OCxN63Kwq7vZG7kkD2eH/rydivSln3eHEJ5o/XopAT/3wrfL2wLzx+Uda9HpyHQIGA4wbDEzUOHbpRrBQfPyNu9keTFUXMbLtXFUNFS1ZYdQN3cH/kMRRtwJEiEEgKBFNU9TKme8kYqkJtcKaIp+Hhmaja0++IcpIz32hG6Q7D09W5iQFvYpQU1SLmz66rI3g8M1UtnhnZg1wR3ijKhqJ/MZjNUHXJcV/QhYnnBl10HdWjyagXdD2IoXGbk1wxo9ERdbD4F40ze3Spr0jOkcbFckUjE+PxMCtGMYhoAONQPv0ILEBAfPYmo6GIHYmPX3I6r4OIUX16CVXGCF1CJoDqT3sigMqwkgw3cVAwRsSWLM1oW+XBoAwuOnSmfhkYxQ51SIo6EtWbeEtEZD0jFgeEP0/piHw7Ed2cYbkJdU43zYGklKwSQ1e39rKAW5YiEVhLgd5oFCZrC0ebibm8GYbUAakYmjxenq4/4WbYCgNK3iA0HMXFIzsz11gygteIoXGkNhclkgsURqBU661RRWYMTQ7lHE+2Lbt8bHQk6HKNAWBeN4uH7VPvKPlbIee34FrehTQKgXUUKPdM6fLo6HFR68/2n4ztD8oNoIIyBm+Lnr54/ru4Fu+5euCh/m/naKDePNuP37m2n82csy/J3fe93JqKO9JkwwaHO5HKuX8ye1lAVC4Gy8/s662do8smW0JZCGyUQLkYOpWk/+DAKggf4XmDr2+MIOu4j/Z0eWevfz44DtcT5fD26eG2+nlweG09yg+O4fiu6GXbqnA5LqsxxIvLtXf1QuckbvA0CPvji/hR29A9ta5FbJrSkSbvsxkLmjnrodLnoXgwv38W2PNMqcnLQVkITBHImZyai4Cp7z3pt4yzJqOx+cTDmJjLxzuJxc3Et6j0XD757CgVT43HTbMDqK5alpx5GhY/onGdcA33b39T7dFPgeRYL3zr33+W/zt2osdTiQl79DwtsShhNDX899kNzpwSTcNTVaSLysbQTFF8RZSPPQKtEYjWENMtXqevSbVGk4YigMAqBRqYy1dtvvPBnv9Wr22aJ/eOZywKVK2J4xFAAIGuCMRz9tTjDmOavy5Ph7piTj8QQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBDIE4i3vNRbf6qNhM2EdImNL81UHPqNYLviwq1FC4vKboipsxtRu7kTq9rcs7q8yteULEterKXIb3TthBsEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAgUoC5FMykw11LZfURmc0Kko/tZxcUpU+hRyMAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAgjMIeB4rjPH6ZyKAAIIdFjgTtW+9ceTYNPiMLDq7Wwno37VgpZ6vON6NX4RiN5NRr2lNpTKEECgMwKOG0RGNQ4dumqPd9E/8+feaFInPC1ZqV4MXXIjqQ4BBDomMHTjPBmJkWY0QBM/JGf6IqTqcybjcGwajlUT41b9lqVGtSIK6xOjt3Isg2MmnhtU4TrqlGioaOZ4iMePeuAcdSXzVl7tjhcenxyH6kYGv05UqgmzwWFd07rQsTuE7iCAwFQBESYmo6GIXNklUfGW63q38eBUFCRDTHykCENGGDVKGLrJKBMGI3WAM5w66Y6qkPE9OCUure8MoxUF2TyjoCnj0Gm198duei4vGxAGVnliovvi1wUxlE8UAgjkDgBHcuSVfPVGrhppqn93vNTqYX/kheukyeFqNoaWXw2IKo1+MErTg8dwCFk6hhbXnhNDZXfCsMtSKZ8VBBCwyj1Tujw6erzuWGIMeOKfb6nX+fjdwho8vL8ny94+eLDeD9IWBkDBCCAQCZSLoeXAzr68sc2wMjw98F8O1Ln2bviAW8yFHwUhqOnXnm3dfK1q64+fHm4nK7i7qwKeWASY41sEcrb+yLoKIvW1fXGbHMMyl2/6qlIeAp0UMJ81JR+hJGbTZqiKT3Gd4OdgSTST6Xv6pD56YKWfAslC4tKMfOLeyHiQFUy/1TMiOQXXo8fi2o0nY+pRVHBW9HjKfKZkRmRiaCfvdzqFAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAgisUiDOIaeTtqkcQclNQsPkF8HOm8Y2ndHmmsH+ypnsb7dqi+LCojI7eEYZiqg9Tgc4h3zhxVqK/EbXvsoPNXUjgAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAQOcEetEmoq5TqnPG7pNeuTNKFctBCCCAQOsE5G7HOnSKn0vERMe7Vfs0B/suT8bB1sy8EEAAgY0X6I+8cLP68i/HLRF2yxfHkQgggEBrBcqNQxPdG7qMQ1t7vWk4Agg0JKBSIamMSaULFQupVU8pXTYHIoAAAm0TEOPQ8jHRXEhtW0dpLwIIILAQgf7YHQVJOqe/5Li1fLSdVRrvI4AAAm0VEA/Z4wVN+SWn2V9vEqcYj+95ptTWS0+7EUCgGQEZE5OZ4qeWm8kvz3P5Zq4DpSCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCFQTUJuHVvizd/IpVRPmaAQQ6K6A2ru+wvZL5FPq7t1AzxBAoKZAhRiarKH2iTUbymkIIIDA+gjcmbcpw/u2781bCOcjgAAC7RSYL4aKPZsf+p8fDtrZd1qNAAIIzCswRwwVC6nP7OudIyLovBeB8xFAoLUCNWOofJT/0D/f2j9rbc9pOAIIIDC/QJ0YKp7LX9jXW2oEyjOl+a8CJSCAQHsFZIpj8zWZldeTfErtvdi0HAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBDomID+E/jJqF+yZ2Ln0PCP7CtkYSpZNIchgAACbRIQCeb0PiNDdzIuE0VFzHWdoI9iEzx32Kbe0lYEEECgUYGhawZBx1PBcUod/bFr7O3UH3mlR6+NNpzCEEAAgZUL3Onfs/wfzWbYu70ZrdqzrTeXxjF37b2V94MGIIAAAqsQEHsw2/ZvqtY8O85WLZHjEUAAgTYK1NnHvo39pM0IIIDAIgTuDN76Rrn93bt+Yp6eV6fnm6eImT3JkRdxaSgTAQTaIdAfjcNn7JbVG7nlnsuPosOSj6Ta0WNaiQACCDQoIJN0qtfsh/JhvSItnXqV/0ppgy2mKAQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEVivw/wH/rph8HiuBgAAAAABJRU5ErkJggg==)

**Висновок:**

Завдяки виконанню лабораторної роботи 3 я ознайомився з поняттям та призначенням шаблонних функцій та шаблонних класів. Навчився використовувати шаблони класів та шаблони функцій в мові С++.Ознайомився з stl.